Ex 12: BFS AND DFS

BREATH FIRST SEARCH:

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

struct node {

int vertex;

struct node\* next;

};

struct adj\_list {

struct node\* head;

};

struct graph {

int num\_vertices;

struct adj\_list\* adj\_lists;

int\* visited;

};

struct node\* new\_node(int vertex) {

struct node\* new\_node = (struct node\*)malloc(sizeof(struct node));

new\_node->vertex = vertex;

new\_node->next = NULL;

return new\_node;

}

struct graph\* create\_graph(int n) {

struct graph\* graph = (struct graph\*)malloc(sizeof(struct graph));

graph->num\_vertices = n;

graph->adj\_lists = (struct adj\_list\*)malloc(n \* sizeof(struct adj\_list));

graph->visited = (int\*)malloc(n \* sizeof(int));

int i;

for (i = 0; i< n; i++) {

graph->adj\_lists[i].head = NULL;

graph->visited[i] = 0;

}

return graph;

}

void add\_edge(struct graph\* graph, int src, int dest) {

struct node\* new\_node1 = new\_node(dest);

new\_node1->next = graph->adj\_lists[src].head;

graph->adj\_lists[src].head = new\_node1;

struct node\* new\_node2 = new\_node(src);

new\_node2->next = graph->adj\_lists[dest].head;

graph->adj\_lists[dest].head = new\_node2;

}

void bfs(struct graph\* graph, int v) {

int queue[1000];

int front = -1;

int rear = -1;

graph->visited[v] = 1;

queue[++rear] = v;

while (front != rear) {

int current\_vertex = queue[++front];

printf("%d ", current\_vertex);

struct node\* temp = graph->adj\_lists[current\_vertex].head;

while (temp != NULL) {

int adj\_vertex = temp->vertex;

if (graph->visited[adj\_vertex] == 0) {

graph->visited[adj\_vertex] = 1;

queue[++rear] = adj\_vertex;

}

temp = temp->next;

}

}

}

int main() {

struct graph\* graph = create\_graph(6);

add\_edge(graph, 0, 1);

add\_edge(graph, 0, 2);

add\_edge(graph, 1, 3);

add\_edge(graph, 1, 4);

add\_edge(graph, 2, 4);

add\_edge(graph, 3, 4);

add\_edge(graph, 3, 5);

add\_edge(graph, 4,5);

printf("BFS traversal starting from vertex 0: ");

bfs(graph, 0);

return 0;

}

OUTPUT:

![](data:image/png;base64,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)

DEPTH FIRST SEARCH:

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

int vis[100];

struct Graph {

int V;

int E;

int\*\* Adj;

};

struct Graph\* adjMatrix()

{

struct Graph\* G = (struct Graph\*)

malloc(sizeof(struct Graph));

if (!G) {

printf("Memory Error\n");

return NULL;

}

G->V = 7;

G->E = 7;

G->Adj = (int\*\*)malloc((G->V) \* sizeof(int\*));

for (int k = 0; k < G->V; k++) {

G->Adj[k] = (int\*)malloc((G->V) \* sizeof(int));

}

for (int u = 0; u < G->V; u++) {

for (int v = 0; v < G->V; v++) {

G->Adj[u][v] = 0;

}

}

G->Adj[0][1] = G->Adj[1][0] = 1;

G->Adj[0][2] = G->Adj[2][0] = 1;

G->Adj[1][3] = G->Adj[3][1] = 1;

G->Adj[1][4] = G->Adj[4][1] = 1;

G->Adj[1][5] = G->Adj[5][1] = 1;

G->Adj[1][6] = G->Adj[6][1] = 1;

G->Adj[6][2] = G->Adj[2][6] = 1;

return G;

}

void DFS(struct Graph\* G, int u)

{

vis[u] = 1;

printf("%d ", u);

for (int v = 0; v < G->V; v++) {

if (!vis[v] && G->Adj[u][v]) {

DFS(G, v);

}

}

}

void DFStraversal(struct Graph\* G)

{

for (int i = 0; i < 100; i++) {

vis[i] = 0;

}

for (int i = 0; i < G->V; i++) {

if (!vis[i]) {

DFS(G, i);

}

}

}

void main()

{

struct Graph\* G;

G = adjMatrix();

DFStraversal(G);

}

OUTPUT:
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